**CS 350:COMPUTER SYSTEM CONCEPTS Kharon Harrell**

**PROGRAMMING ASSIGNMENT 1**

**Q1. Pythagorean Triples**

**Problem Statement**

A Pythagorean triple consists of three positive integers *a, b,* and *c* such that . Every right triangle has sides that satisfy this formula. For this assignment, we are tasked with finding all the Pythagorean triples no larger than 500.

**Problem Analysis**

This program is expected to identify all Pythagorean triples under 500.

Input(s): integers

Output(s): 3 integers that satisfy the formula

Constraint(s): integers < 500

**Algorithm Design**

Initial Algorithm

1. Create 3 nested for loops to iterate for each variable *a, b,* and *c*
2. Test all combinations up to 500
3. Display Pythagorean triples

**Test Plan**

Three test cases is sufficient; when *a=b=c=1,* common Pythagorean triples, and uncommon. For each variable *a, b,* and *c,* there will be a corresponding nested for loop. This will run through each for loop for all positive possibilities. If there is a Pythagorean pair, I will store the integer values and display them.

**Implementation**

**// -------------------------------------------------------------**

**// Q1.c**

**// Program that identifies all Pythagorean triples up to 500**

**// Author: Kharon Harrell**

**// CS350-001**

**// Instructor: Don Adjeroh**

**// Last Modified: Oct. 1, 2019**

**// ------------------------------------------------------------**

**#include <stdio.h>**

**#include <math.h>**

**#define N 500**

**int sqrSum(int a, int b);**

**int main()**

**{**

**int sum, cSum = 0;**

**int numTrip = 0;**

**printf("Pythagorean Triples:\n");**

**for(int a=1; a<N; a++) //starts at one**

**{**

**for(int b=a+1; b <N; b++) //starts one greater than a to prevent duplicates**

**{**

**sum = sqrSum(a, b);**

**for(int c=b; c <= sum; c++) // starts at b and ends at the sum of the squares to prevent unnneccesary computation**

**{**

**cSum = pow((double)c, 2);**

**if(sum==cSum)**

**{**

**numTrip++; //keeps track of the # of Pythagorean triples**

**printf("%d: %d %d %d\n", numTrip, a, b, c);**

**}**

**}**

**}**

**}**

**return 0;**

**}**

**int sqrSum(int a, int b)**

**{**

**double sqA = (pow((double)a, 2));**

**double sqB = (pow((double)b, 2));**

**int sum = sqA + sqB;**

**return sum;**

**}**

**Testing**

After successful compilation, I realized the program ran on it’s own without the need for input. My test cases were all numbers up to 500.
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**Q2. Temperature in Celsius and Fahrenheit**

**Problem Statement**

For this program, we will convert Celsius to Fahrenheit and vice versa, keeping track of all the Fahrenheit equivalents from 0 to 100 degrees and all of the Celsius equivalents from 32 to 312 degrees.

**Problem Analysis**

This program will convert Fahrenheit to Celius and vice versa and store all of the integers that are equivalent.

Input(s): 2 integers

Output(s): equivalent integers

Constraint(s): Fahrenheit values 0-100, Celsius values 32-212

Formulas:

**Algorithm Design**

Initial Algorithm

1. Create two for loops; one for Fahrenheit values 0-100 and Celsius values 32-212
2. Test Fahrenheit values with formula
3. Test Celsius values with formula
4. Store all values when
5. Display all values in a tabular format

**Test Plan**

For both Fahrenheit and Celius, there will be two separate for loops that test the corresponding values for each. Each conversion will be stored and compared to each value for equivalence. In this scenario, two test cases should suffice; values below/above the scope and values that fall within the scope.

**Implementation**

**// -------------------------------------------------------------**

**// Q2.c**

**// Program that converts F->C & C->F**

**// Author: Kharon Harrell**

**// CS350-001**

**// Instructor: Don Adjeroh**

**// Last Modified: Oct. 1, 2019**

**// ------------------------------------------------------------**

**#include <stdio.h>**

**#include <math.h>**

**int celsius(int fahrenheit);**

**int fahrenheit(int celsius);**

**void printFahrenheit();**

**void printCelsius();**

**int main()**

**{**

**printFahrenheit();**

**printCelsius();**

**}**

**//converts fahrenheit to celsius**

**int celsius(int f)**

**{**

**return ((f-32)\*((float)5/9));**

**}**

**//converts celsius to fahrenheit**

**int fahrenheit(int c)**

**{**

**return (c\*((float)9/5))+32;**

**}**

**void printFahrenheit()**

**{**

**printf("Fahrenheit -> Celsius\n");**

**for(int i=0; i <=100; i++)**

**{**

**int cels = celsius(i);**

**printf("%3d %3d\n", i, cels);**

**}**

**}**

**void printCelsius()**

**{**

**printf("Celsius -> Fahrenheit\n");**

**for(int i=32; i <=212; i++)**

**{**

**int fahr = fahrenheit(i);**

**printf("%3d %3d\n", i, fahr);**

**}**

**}**

**Testing**

After successful compilation, I validated all of the calculations and was able to determine the program ran successfully and successfully printed the correct equivalents.
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**Q3a. Greatest Common Divider with iteration**

**Problem Statement**

For this function, we will test two numbers by finding the greatest integer that evenly divides in each of the numbers and returns the results.

**Problem Analysis**

I am tasked with finding the greatest common divisor of two integers.

Input(s): 2 integers;

Output(s): the greatest integer that evenly divides between the two

Formula:

Constraint(s):

**Algorithm Design**

Initial Algorithm

1. Read in two integers
2. Create a for loop that that acts as the GCD to iterate with
3. Take the modulus of both integers and store largest value that both divide evenly into
4. Display result

**Test Plan**

We will take the modulus of each number, each iteration until the largest number prevails. Proof of concept requires three test cases; negative integers, and a positive integers.

**Implementation**

**// -------------------------------------------------------------**

**// Q3A.c**

**// Program that find the GCD between two numbers iteratively**

**// Author: Kharon Harrell**

**// CS350-001**

**// Instructor: Don Adjeroh**

**// Last Modified: Oct. 1, 2019**

**// ------------------------------------------------------------**

**#include <stdio.h>**

**int gcd(int a, int b);**

**int main()**

**{**

**gcd(1, 1);**

**gcd(50, 10);**

**gcd(24, 36);**

**return 0;**

**}**

**int gcd(int a, int b)**

**{**

**int gcd = 1;**

**for(int i=2; i <= a && i <= b; i++)**

**{**

**if(a%i==0 & b%i==0)**

**{**

**gcd = i;**

**}**

**}**

**printf("The GCD of %d and %d is %d\n", a, b, gcd);**

**return gcd;**

**}**

**Testing**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANUAAABCCAYAAADAI5N4AAAFE0lEQVR4nO2dUZKsIAxFWRcLYj2shs2wmLyP7h6BgAKi0bw7Vedj2lEvCRHokjvGGEMAgKWICwBAG+ICANCGuAAAtCEuAABtNA64QEREwYkLlOcbi9/PSEysj7+ThNthyUciip7swHnP0f8ifcR+Inm7daariyrrr9GT82G7fxq073H702Q9RaY9kLukM05e14VPsq2n4K18so0lHwaKapF+6yPFK9r/uPj+YbLiceG+onKB8mC7kBW1C8UTqBw9y2BaT3F5YTkKg093xmOSPlhUj9P/Gn3moKgcheZIkB4bnVo4CrtD9tHxRjBdGHoqliNlqj8bJbe5331JL0bjyB4gRBRCd36Cu7moEv2tnGTxD2HuAfb0oio7aDkdTIOTFeDv73s73VEgegJV+xvrKXZqqI6ULKmCI5V15JL4fsJbtLWZH0s+pvmZW1Mt6bStB13xufVRRt96zG5RsST+ddhilBpd12SB+CY8HQ0uL6r6SGiLNZ1sUfF1Yzsfxe/Ve0625aqiKvM+O3VXVVRnOluj82+duuP6p6Z/Ty8qR6HoZNZHZUVV6RP/90hVmY4MwqaPJu/UtW+NsnuyYI59U8fvX1tzCBZVdt/PzKC7qCqxEJteNYqKxV9LUfF1+BaI7LN0KpIlrrjA6JcVXEAR+PLydktAbfI5VOT8/un5Z7+oqJ4/EJ/8/EghxHY+avkpYxT80LrqnP5K3/iI+Cv0Mrej07+z8b0QcQEAaENcAADaEBcAgDbEBQCgDXEBAGhDXAAA2hAXAIA2xAUAoA1xAQBoQ1wAANoQFwCANhoH4FHBYrG9Wtd77v67hcaYro1893CRh8Vj2nej/sobifCoYJ1t9rodu5uzF0z5W/v3strDYk375DwupvUbeFTscmbrx0FROc/3bom6Ai3ebv+49t2m38CjoqH/vEfFfnxOb4h8uIfFyvZJeFyc0G/gUZHqv8KjohGf853u2R4Wy3ZRC3lcXFZU8KhYWFTF9Gr1SPUJ3U4sbt5uf3lRXexxIVNU8KgYpJhesbiPrDle4GFxqn0TOV29HX9ef+3kxkXhUTHYPmLTk7w9eZJ4Qe/xBg+LM+3L+6GMx8Wkfr4O3xqSfQaPiqq+nsLaOze7x+C13+BhMd++Z3hcTOofrGoAwBHiAgDQhrgAALQhLgAAbYgLAEAb4gIA0Ia4AAC0IS4AAG2ICwBAG+ICANCGuAAAtNE4AI8KFovtFbD+c/c2QW5833OT3vU7s5+q+k5oyd5GV1mOPCr68ldQeaMQHhWss81dl72V3trE+dthLb7VfMKjIol51Uui3Ci5Io6rOPCo6M4fx2TFA4+Kkgv3U2XXf2FRlbA9cmdMc26k+9+bdsfHwKOioX/F1o/9TpfGe6KonuJRkcSr3M916n/xCntU9OSvgYFHRar/Mo8KvlM3j+dMUT3Do6K5LrGegvdJ4U5OA4U8Kg7z18bAoyLrIBdsp2+sK2oj4dDa4SkeFUl7+HSe8gfHizwqjvK3g4FHRfX+azpauZgf1bP790/xqPijmD5Wtre7MNHxpTwqhvKXYeBR0eoUJzsan47srVkmikrYo6LmwcHtEIop5syaTcijYix/CWzyBo+KPKgH+to0PBYq8UnvMzL9k/aoYPmpnld+GdKbG2mPiv78VRisagDAEeICANCGuAAAtCEuAABtiAsAQBviAgDQhrgAALQhLgAAbYgLAEAb4gIA0Ia4AAC0IS4AAFX8A7PAE7Wqr/XwAAAAAElFTkSuQmCC)**

**Q3b. Greatest Common Divider with recursion**

**Problem Statement**

For this function, we will test two numbers by finding the greatest integer that evenly divides in each of the numbers recursively and returns the results.

**Problem Analysis**

I am tasked with finding the greatest common divisor of two integers.

Input(s): 2 integers an

Output(s): the greatest integer that evenly divides between the two

Formula: If , then . Else,

**Algorithm Design**

Initial Algorithm

1. Read in two integers and
2. Create the base case for when
3. Create the recursive for all other cases
4. Display result

**Test Plan**

For this function, each test cases would only run as many times as the smallest number, at max. We will take the modulus of each number recursively for three test cases; negative integers, and a positive integers.

**Testing**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANUAAABCCAYAAADAI5N4AAAFE0lEQVR4nO2dUZKsIAxFWRcLYj2shs2wmLyP7h6BgAKi0bw7Vedj2lEvCRHokjvGGEMAgKWICwBAG+ICANCGuAAAtCEuAABtNA64QEREwYkLlOcbi9/PSEysj7+ThNthyUciip7swHnP0f8ifcR+Inm7daariyrrr9GT82G7fxq073H702Q9RaY9kLukM05e14VPsq2n4K18so0lHwaKapF+6yPFK9r/uPj+YbLiceG+onKB8mC7kBW1C8UTqBw9y2BaT3F5YTkKg093xmOSPlhUj9P/Gn3moKgcheZIkB4bnVo4CrtD9tHxRjBdGHoqliNlqj8bJbe5331JL0bjyB4gRBRCd36Cu7moEv2tnGTxD2HuAfb0oio7aDkdTIOTFeDv73s73VEgegJV+xvrKXZqqI6ULKmCI5V15JL4fsJbtLWZH0s+pvmZW1Mt6bStB13xufVRRt96zG5RsST+ddhilBpd12SB+CY8HQ0uL6r6SGiLNZ1sUfF1Yzsfxe/Ve0625aqiKvM+O3VXVVRnOluj82+duuP6p6Z/Ty8qR6HoZNZHZUVV6RP/90hVmY4MwqaPJu/UtW+NsnuyYI59U8fvX1tzCBZVdt/PzKC7qCqxEJteNYqKxV9LUfF1+BaI7LN0KpIlrrjA6JcVXEAR+PLydktAbfI5VOT8/un5Z7+oqJ4/EJ/8/EghxHY+avkpYxT80LrqnP5K3/iI+Cv0Mrej07+z8b0QcQEAaENcAADaEBcAgDbEBQCgDXEBAGhDXAAA2hAXAIA2xAUAoA1xAQBoQ1wAANoQFwCANhoH4FHBYrG9Wtd77v67hcaYro1893CRh8Vj2nej/sobifCoYJ1t9rodu5uzF0z5W/v3strDYk375DwupvUbeFTscmbrx0FROc/3bom6Ai3ebv+49t2m38CjoqH/vEfFfnxOb4h8uIfFyvZJeFyc0G/gUZHqv8KjohGf853u2R4Wy3ZRC3lcXFZU8KhYWFTF9Gr1SPUJ3U4sbt5uf3lRXexxIVNU8KgYpJhesbiPrDle4GFxqn0TOV29HX9ef+3kxkXhUTHYPmLTk7w9eZJ4Qe/xBg+LM+3L+6GMx8Wkfr4O3xqSfQaPiqq+nsLaOze7x+C13+BhMd++Z3hcTOofrGoAwBHiAgDQhrgAALQhLgAAbYgLAEAb4gIA0Ia4AAC0IS4AAG2ICwBAG+ICANCGuAAAtNE4AI8KFovtFbD+c/c2QW5833OT3vU7s5+q+k5oyd5GV1mOPCr68ldQeaMQHhWss81dl72V3trE+dthLb7VfMKjIol51Uui3Ci5Io6rOPCo6M4fx2TFA4+Kkgv3U2XXf2FRlbA9cmdMc26k+9+bdsfHwKOioX/F1o/9TpfGe6KonuJRkcSr3M916n/xCntU9OSvgYFHRar/Mo8KvlM3j+dMUT3Do6K5LrGegvdJ4U5OA4U8Kg7z18bAoyLrIBdsp2+sK2oj4dDa4SkeFUl7+HSe8gfHizwqjvK3g4FHRfX+azpauZgf1bP790/xqPijmD5Wtre7MNHxpTwqhvKXYeBR0eoUJzsan47srVkmikrYo6LmwcHtEIop5syaTcijYix/CWzyBo+KPKgH+to0PBYq8UnvMzL9k/aoYPmpnld+GdKbG2mPiv78VRisagDAEeICANCGuAAAtCEuAABtiAsAQBviAgDQhrgAALQhLgAAbYgLAEAb4gIA0Ia4AAC0IS4AAFX8A7PAE7Wqr/XwAAAAAElFTkSuQmCC)**

**Implementation**

**// -------------------------------------------------------------**

**// Q3B.c**

**// Program that find the GCD between two numbers recursively**

**// Author: Kharon Harrell**

**// CS350-001**

**// Instructor: Don Adjeroh**

**// Last Modified: Oct. 1, 2019**

**// ------------------------------------------------------------**

**#include <stdio.h>**

**int gcd(int a, int b);**

**int main()**

**{**

**printf("The GCD of %d and %d is %d\n", 1, 1, gcd);**

**printf("The GCD of %d and %d is %d\n", 50, 10, gcd);**

**printf("The GCD of %d and %d is %d\n", 24, 36, gcd);**

**return 0;**

**}**

**int gcd(int a, int b)**

**{**

**//base case**

**if(a==0)**

**{**

**return a;**

**} else if(b==0) {**

**return b;**

**} else if (a==b) {**

**return a;**

**}**

**//recursive case**

**if(a>b)**

**{**

**return gcd(a-b, b);**

**}**

**return gcd(a, b-a);**

**}**

**Q4. The Knight’s Tour Problem**

**Problem Statement**

Tour a chess board using **only** a Knight by stepping on each square at least **once**. A full tour is considered when all squares on a chess board are visited.

**Problem Analysis**

I will need to visit each position on the chess board using the rules of the Knight.

Input(s): integer starting position of Knight

Output(s): full chess board with integers of traveled positions

Constraint(s): Knight **must** be inside chess board, Knight can’t visit the same position twice, Knight must obey rules of the night

**Algorithm Design**

Initial Algorithm

1. While(valid moves) *\*valid moves- a move within constraints*
2. Make a move
3. Print the board

**Test Plan**

In essence, this program will need to simulate a chess board and the rules of the Knight chess piece. Although this program is complex, the test cases are straightforward. There will be three test cases; values that fall within the chess board and illegal values.

**Implementation**

**// -------------------------------------------------------------**

**// Q4.c**

**// Program that simulates all possible full tours of all possible positions //for a Knight**

**// Author: Kharon Harrell**

**// CS350-001**

**// Instructor: Don Adjeroh**

**// Last Modified: Oct. 1, 2019**

**// ------------------------------------------------------------**

**#include <stdio.h>**

**#include <string.h>**

**#include <unistd.h>**

**void printChessBoard(int board[8][8]);**

**int isValid(int row, int col);**

**void fillTable(int table[8][8], int board[8][8]);**

**int nextMove(int row, int col, int board[8][8], int table[8][8], int \*nextR, int \*nextC);**

**int horizontal[8] = {2, 1, -1, -2, -2, -1, 1, 2};**

**int vertical[8] = {-1, -2, -2, -1, 1, 2, 2, 1};**

**int main()**

**{**

**int board[8][8] = {0};**

**int table[8][8] = {0};**

**printChessBoard(board);**

**printf("\n");**

**fillTable(table, board);**

**printChessBoard(table);**

**int row = 0;**

**int col = 0;**

**int fullTours = 0;**

**//touring from every possible cell**

**for (row = 0; row < 8; row++) {**

**for (col = 0; col < 8; col++) {**

**int moveCounter = 1;**

**int nextR = 0, nextC = 0;**

**int r = row;**

**int c = col;**

**//clear the board**

**memset(board, 0, 8\*8\*sizeof(int));**

**board[row][col] = moveCounter;**

**fillTable(table, board);**

**//touring the board while their are possible moves**

**while (nextMove(r, c, board, table, &nextR, &nextC) < 9) {**

**r = nextR;**

**c = nextC;**

**board[r][c] = ++moveCounter;**

**fillTable(table, board);**

**}**

**//keeps track of full tours**

**if (moveCounter == 64) {**

**fullTours++;**

**}**

**}**

**}**

**//clears chess board**

**printChessBoard(board);**

**printf("\n");**

**printChessBoard(table);**

**printf("There were %d full tours out of 64\n", fullTours);**

**return 0;**

**}**

**//print chess board**

**void printChessBoard(int board[8][8])**

**{**

**for(int i=0; i < 8; i++)**

**{**

**for(int j=0; j < 8; j++)**

**{**

**printf("%3d ", board[i][j]);**

**}**

**printf("\n");**

**}**

**}**

**//filling the accessibility table with accessible positions**

**void fillTable(int table[8][8], int board[8][8])**

**{**

**for(int i=0; i<8;i++)**

**{**

**for(int j=0; j< 8; j++)**

**{**

**int access = 0;**

**//counts # of accessible positions**

**for(int count=0; count < 8; count++)**

**{**

**int row = i+vertical[count];**

**int col = j+horizontal[count];**

**if(isValid(row, col) && board[row][col]==0)**

**{**

**access++;**

**}**

**}**

**table[i][j] = access;**

**}**

**}**

**}**

**//checks for valid moves**

**int isValid(int row, int col)**

**{**

**if(row >= 0 && row < 8 && col >= 0 && col < 8)**

**{**

**return 1;**

**}**

**return 0;**

**}**

**//finds the next move by using the accessibility heuristic**

**int nextMove(int row, int col, int board[8][8], int table[8][8], int \*nextR, int \*nextC) {**

**int min = 9;**

**int minR, minC;**

**//finds the cell with lowest accessibility**

**for(int count=0; count < 8; count++)**

**{**

**int r = row+vertical[count];**

**int c = col+horizontal[count];**

**if(isValid(r, c) && board[r][c]==0)**

**{**

**if(table[r][c] < min)**

**{**

**min = table[r][c];**

**minR = r;**

**minC = c;**

**}**

**}**

**}**

**//returns the next move**

**\*nextR = minR;**

**\*nextC = minC;**

**return min;**

**}**

**Testing**

For this program, I decided to generate all possible tours for all possible starting positions. It compiled successfully and looks really cool to run as well.
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